**Unit 3**

# Benefits of ADO.NET

There are many benefits of ADO.NET.

* ADO.NET has one object-oriented class. All data providers use the same programming model to operate with diverse data sources.
* The managed classes used by ADO.NET are classes. They utilize all of the .NET CLR's benefits, including automated resource management and language independence.
* [XML](https://www.simplilearn.com/tutorials/programming-tutorial/what-is-xml) is used to transport ADO.NET data. This data may be shared by all components and apps and sent over HTTP.
* Visual Studio .NET provides ADO.NET components and data-bound controls for use in visual form.
* Performance and scalability are two important considerations when creating web-based apps and services.
* Data that can only be read and sent from a database is retrieved using the ADO.NET DataReader.

# ADO.NET Compared to Classic ADO

|  |  |  |
| --- | --- | --- |
| **Head to Head differences** | **ADO** | **ADO.NET** |
| **1 Data Representation** | In ADO, data is represented by a RecordSet object, which can hold data from one data source at a time. | In ADO.NET, data is represented by a DataSet object, which can hold data from various data sources, integrate it, and after combining all the data it can write it back to one or several data sources. |
| **2 Data Reads** | In ADO, data is read in sequential manner. | In ADO.NET, data is read either in a sequential or non-sequential manner. |
| **3 Disconnected Access** | ADO first makes a call to an OLE DB provider. It supports the connected access, represented by the Connection with a database. | It uses standardized calls such as DataSetCommand object to communicate with a database and with the OLE DB provider. |
| **4 Creating Cursors** | It allows us to create client-side cursor only. | ADO.NET either created client-side or server-side cursors. |
| **5 Locking** | ADO has the feature of locking.& | This features is not used in ADO.NET. |
| **6 XML integration** | This feature is not used in ADO. | This feature is used in ADO.NET. |
| **7 Relationship between Multiple Tables** | It requires SQL Join and UNIONs to combine data from multiple tables in a single RecordSet. | It uses DataRelation objects for combining data from multiple tables without the use of SQL Join and UNIONs. |
| **8 Conversion** | ADO requires data to be converted to data types supported by receiving system. | ADO.NET does not require complex conversions that wasted processor time. |
| **9 Data Storage** | In ADO data is stored in a binary form. | In ADO.NET, data is stored in XML form. With the use of XML, it stores data more easily. |
| **10 Firewalls** | In ADO, firewalls are typically configured to prevent system-level requests, such as COM marshaling. | In ADO.NET firewalls are supported because ADO.NET DataSet objects use XML for representing data. |
| **11 Communication** | In this, objects are communicate in a binary mode. | It uses XML for communication. |
| **12 Programmability** | It uses a Connection object to transfer commands to a data source with defined data constructs. | ADO.NET does not require data constructs because it uses strongly typed characteristics of XML. |
| **13 Connection Model** | ADO supports only one model of connection i.e. Connection Oriented Data Access Architecture Model. | ADO.NET supports two models of connection i.e. Connection-Oriented Data Access Architecture and Disconnected Oriented Data Access Architecture. |
| **14. Environment** | ADO was geared for a two-tiered architecture. | ADO.NET address a multi-tiered architecture. |
| **15. Metadata** | It derives information automatically at runtime based on metadata. | In ADO.NET derives information at design time on metadata in order to provide better runtime performance. |
| **16. Multiple Transactions** | In ADO multiple transactions cannot be send using a single connection. | In ADO.NET multiple transactions can be send using a single connection. |
| **17. Data Types** | It has a less number of data types. | It has a huge and rich collection of data types. |
| **18. Serialization** | ADO serialized data in a proprietary protocol. | ADO.NET serialized data using XML. |
| **19. Security** | ADO is less secured. | ADO.NET much secured as compared to ADO. |
| **20 Based on** | ADO is based on Component Object Modelling. | ADO.NET is a Common Language Runtime based library. |
| **21 Scalability** | ADO technology have less scalable. | ADO.NET have more scalability with the use of locking mechanism. |
| **22. Resources** | ADO technology use more resources as compared to ADO.NET. | ADO.NET conserves limited resources. |
| **23. Performance** | ADO have a poor performance. | In ADO.NET performance is much better as compared to ADO. |

# ADO.NET Architecture

ADO.NET supports both Connection-Oriented Architectures as well as Disconnection-Oriented Architecture. Depending upon the functionality or business requirement of an application, we can make it either Connection-Oriented or Disconnection-Oriented. Even, it is also possible to use both Architectures together in a single .NET application to communicate with different data sources.

**ADO.NET Connection-Oriented Data Access Architecture:**

In the case of Connection Oriented Data Access Architecture, always an open and active connection is required in between the .NET Application and the database. An example is Data Reader and when we are accessing the data from the database, the Data Reader object requires an active and open connection to access the data, If the connection is closed then we cannot access the data from the database and in that case, we will get the runtime error.

The Connection Oriented Data Access Architecture is always forward only. That means using this architecture mode, we can only access the data in the forward direction. Once we read a row, then it will move to the next data row and there is no chance to move back to the previous row.

The Connection Oriented Data Access Architecture is read-only. This means using this architecture we can only read the data. We cannot modify the data i.e. we cannot update and delete the data row.

For Connection Oriented Architecture, we generally use the object of the ADO.NET DataReader class. The DataReader object is used to retrieve the data from the database and it also ensures that an open and active connection should be there while accessing the data from the database. In Connection Oriented Architecture, the .NET Application is directly linked with the corresponding Database.
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**ADO.NET DataReader in Connected-Oriented Architecture**

The ADO.NET DataReader object is used to read the data from the database using Connected Oriented Architecture. It works in forward only and only mode. It requires an active and open connection while reading the data from the database.

**Example:**

CREATE DATABASE EmployeeDB;

USE EmployeeDB;

CREATE TABLE Employee(

Id INT IDENTITY(100, 1) PRIMARY KEY,

Name VARCHAR(100),

Email VARCHAR(50),

Mobile VARCHAR(50),

)

INSERT INTO Employee VALUES ('Anurag','Anurag@dotnettutorial.net','1234567890')

INSERT INTO Employee VALUES ('Priyanka','Priyanka@dotnettutorial.net','2233445566')

INSERT INTO Employee VALUES ('Preety','Preety@dotnettutorial.net','6655443322')

INSERT INTO Employee VALUES ('Sambit','Sambit@dotnettutorial.net','9876543210')

**Using ADO.NET Data Reader to Fetch the Data from the Database:**

**using System;**

**using System.Data.SqlClient;**

**namespace ConnectionOrientedArchitecture**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**string ConString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; database=EmployeeDB; integrated security=true";**

**using (SqlConnection connection = new SqlConnection(ConString))**

**{**

**// Creating the command object**

**SqlCommand cmd = new SqlCommand("select Name, Email, Mobile from Employee", connection);**

**// Opening Connection**

**connection.Open();**

**// Executing the SQL query**

**SqlDataReader sdr = cmd.ExecuteReader();**

**//Looping through each record**

**//SqlDataReader works in Connection Oriented Architecture**

**//So, it requires an active and open connection while reading the data**

**//from the database**

**while (sdr.Read())**

**{**

**Console.WriteLine(sdr["Name"] + ", " + sdr["Email"] + ", " + sdr["Mobile"]);**

**}**

**}//Here, the connection is going to be closed automatically**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

Now, let us do one thing. After reading the first row from the database, let us close the connection and see what happens. In the below example, we can see, within the while loop, after reading the first row, we are closing the database connection by calling the Close method.

**using System;**

**using System.Data.SqlClient;**

**namespace ConnectionOrientedArchitecture**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**string ConString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; database=EmployeeDB; integrated security=SSPI";**

**using (SqlConnection connection = new SqlConnection(ConString))**

**{**

**// Creating the command object**

**SqlCommand cmd = new SqlCommand("select Name, Email, Mobile from Employee", connection);**

**// Opening Connection**

**connection.Open();**

**// Executing the SQL query**

**SqlDataReader sdr = cmd.ExecuteReader();**

**//Looping through each record**

**//SqlDataReader works in Connection Oriented Architecture**

**//So, it requires an active and open connection while reading the data**

**//from the database**

**while (sdr.Read())**

**{**

**//Read-only, we cannot modify the data**

**//sdr["Name"] = "PKR";**

**Console.WriteLine(sdr["Name"] + ", " + sdr["Email"] + ", " + sdr["Mobile"]);**

**connection.Close();//Here, the connection is closed**

**}**

**}**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

As we can see in the above output, after reading the first row, the data reader throws an exception, and the reason the database connection is closed. So, this proves that connection-oriented architecture always requires an active and open connection to the database.

# ADO.NET Disconnection-Oriented Data Access Architecture:

In the case of Disconnection Oriented Data Access Architecture, always an open and active connection is not required in between the .NET Application and the database. In this architecture, Connectivity is required only to read the data from the database and to update the data within the database.

An example is DataAdapter and DataSet or DataTable classes. Here, using the DataAdapter object and using an active and open connection, we can retrieve the data from the database and store the data in a DataSet or DataTable. The DataSets or DataTables are in-memory objects or we can say they store the data temporarily within .NET Application. Then whenever required in our .NET Application, we can fetch the data from the dataset or data table and process the data. Here, we can modify the data, we can insert new data, can delete the data from within the dataset or data tables. So, while processing the data within the .NET Application using DataSet or Datatable, we do not require an active and open connection.

And finally, when we processed the data in our .NET Application, then if we want to update the modified data which is stored inside the dataset or Datatable into the database, then we need to establish the connection again and we need to update the data in the database.

The ADO.NET DataAdapter object acts as an interface between the .NET application and the database. The Data Adapter object fills the Dataset or DataTable which helps the user to perform the operations on the data. And once we modify the DataSet or DataTable, then we need to pass the modified DataSet or DataTable to the DataAdapter which will update the modified data into the database. The DataAdapter object will internally manage the connection i.e. when to establish the connection and when to terminate the connection.
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The ADO.NET DataAdapter establishes a connection with the corresponding database and then retrieves the data from the database and fills the retrieved data into the Dataset or DataTable. And finally, when the task is completed i.e. the Data is processed by the application i.e. the data is modified by the application, and modified data is stored in the DataSet or DataTable. Then the DataAdapter takes the modified data from the DataSet or DataTable and updates it into the database by again establishing the connection.

So, we can say that DataAdapter acts as a mediator between the Application and database which allows the interaction in disconnection-oriented architecture.

**using System;**

**using System.Data;**

**using System.Data.SqlClient;**

**namespace BatchOperationUsingSqlDataAdapter**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**// Connection string.**

**string connectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; database=EmployeeDB; integrated security=true";**

**// Connect to the EmployeeDB database.**

**using (SqlConnection connection = new SqlConnection(connectionString))**

**{**

**// Create a SqlDataAdapter**

**SqlDataAdapter adapter = new SqlDataAdapter("SELECT \* FROM EMPLOYEE", connection);**

**//Fetch the Employee Data and Store it in the DataTable**

**DataTable dataTable = new DataTable();**

**//The Fill method will open the connection, fetch the data, fill the data in**

**//the data table and close the connection automatically**

**adapter.Fill(dataTable);**

**// Set the UPDATE command and parameters.**

**string UpdateQuery = "UPDATE Employee SET Name=@Name, Email=@Email, Mobile=@Mobile WHERE ID=@EmployeeID;";**

**adapter.UpdateCommand = new SqlCommand(UpdateQuery, connection);**

**adapter.UpdateCommand.Parameters.Add("@Name", SqlDbType.NVarChar, 50, "Name");**

**adapter.UpdateCommand.Parameters.Add("@Email", SqlDbType.NVarChar, 50, "Email");**

**adapter.UpdateCommand.Parameters.Add("@Mobile", SqlDbType.NVarChar, 50, "Mobile");**

**adapter.UpdateCommand.Parameters.Add("@EmployeeID", SqlDbType.Int, 4, "ID");**

**//Set UpdatedRowSource value as None**

**//Any Returned parameters or rows are Ignored.**

**adapter.UpdateCommand.UpdatedRowSource = UpdateRowSource.None;**

**//Change the Column Values of Few Rows**

**DataRow Row1 = dataTable.Rows[0];**

**Row1["Name"] = "Name Changed";**

**DataRow Row2 = dataTable.Rows[1];**

**Row2["Email"] = "Email Changed";**

**DataRow Row3 = dataTable.Rows[2];**

**Row2["Mobile"] = "Mobile Changed";**

**// Execute the update.**

**//The Update method will open the connection, execute the Update command by takking**

**//the data table data and then close the connection automatically**

**adapter.Update(dataTable);**

**Console.WriteLine($"Updated Data Saved into the DataBase");**

**}**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

**ADO.NET Connected Oriented Architecture:**

* It is connection-oriented data access architecture. It means always an active and open connection is required.
* Using the DataReader object we can implement the Connected Oriented Architecture.
* Connected Oriented Architecture gives a faster performance.
* Connected Oriented Architecture can hold the data of a single table only.
* We can access the data in a forward-only and read-only manner.
* Using Data Reader, we cannot persist the data in the database.

**ADO.NET Disconnected Oriented Architecture:**

* It is disconnection-oriented data access architecture. It means always an active and open connection is not required.
* Using DataAdapter and DataSet or Datatable we can implement Dis-Connected Oriented Architecture.
* Disconnected Oriented Architecture gives a lower performance.
* Disconnected Oriented Architecture can hold the data of multiple tables using dataset and single table data using Datatable.
* We can access the data in forward and backward directions and we can also modify the data.
* Using Data Adapter, we can persist the DataSet or DataTable data into the database.

# Working with Dataset

The DataSet represents a subset of the database in memory. That means the ADO.NET DataSet is a collection of data tables that contains the relational data in memory in tabular format. The ADO.NET DataSet class is the core component for providing data access in a distributed and disconnected environment. The ADO.NET DataSet class belongs to the **System.Data** namespace.

##### **Creating Customers Data Table:**

We have already discussed how to create Data Table in our previous article. If we have not read that article then please our [**ADO.NET DataTable**](https://dotnettutorials.net/lesson/ado-net-datatable/) article before proceeding to this article. Please have a look at the below image. As we can see, here, we created one **DataTable**with the name **Customer**. Then we created three data columns (ID of type Int32, Name of type string, and Mobile of type string) and added these three columns to the Customer data table. Finally, we created two data rows and add these two data rows to the Customer data table.
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##### **Creating Orders Data Table:**

Please have a look at the following image. Here, we can see, we created the DataTable with the name Orders. Then we created three data columns (Id of type Int32, CustomerId of type Int32, and Amount of type Int32) and add these three data columns to the Orders data table. Finally, we created two data rows and add these two data rows to the Orders data table.
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##### **Creating DataSet with DataTable:**

As we already discussed the DataSet is a collection of DataTables. So, let’s create a DataSet object and then add the two data tables (Customers and Orders) into the DataSet. Please have a look at the following image. Here, first, we created an instance of the DataSet and then add the two data tables using the Tables property of the DataSet object.

![Creating DataSet with DataTable:](data:image/png;base64,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)

##### **Fetch DataTable from DataSet:**

Now, let us see how to fetch the data table from the dataset. We can fetch the data table from a dataset in two ways i.e. using the index position and using the table name (if provided).

##### **Fetching DataTable from DataSet using index position:**

As we first add the Customers table to DataSet, the Customer table Index position is 0. If we want to iterate through the Customer’s table data, then we could use a for-each loop to iterate as shown in the below image.
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##### **Fetching DataTable From DataSet using Name:**

The second data table that we added to the dataset is Orders and it will be added at index position 1. Further, if we notice while creating the data table we have provided a name for the data table i.e. Orders. Now, if we want to fetch the data table from the dataset, then we can use the name instead of the index position. The following image shows how to fetch the data table using the name and looping through the data using a for each loop.
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**Example:**

**using System;**

**using System.Data;**

**namespace AdoNetConsoleApplication**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**// Creating Customer Data Table**

**DataTable Customer = new DataTable("Customer");**

**// Adding Data Columns to the Customer Data Table**

**DataColumn CustomerId = new DataColumn("ID", typeof(Int32));**

**Customer.Columns.Add(CustomerId);**

**DataColumn CustomerName = new DataColumn("Name", typeof(string));**

**Customer.Columns.Add(CustomerName);**

**DataColumn CustomerMobile = new DataColumn("Mobile", typeof(string));**

**Customer.Columns.Add(CustomerMobile);**

**//Adding Data Rows into Customer Data Table**

**Customer.Rows.Add(101, "Anurag", "2233445566");**

**Customer.Rows.Add(202, "Manoj", "1234567890");**

**// Creating Orders Data Table**

**DataTable Orders = new DataTable("Orders");**

**// Adding Data Columns to the Orders Data Table**

**DataColumn OrderId = new DataColumn("ID", typeof(System.Int32));**

**Orders.Columns.Add(OrderId);**

**DataColumn CustId = new DataColumn("CustomerId", typeof(Int32));**

**Orders.Columns.Add(CustId);**

**DataColumn OrderAmount = new DataColumn("Amount", typeof(int));**

**Orders.Columns.Add(OrderAmount);**

**//Adding Data Rows into Orders Data Table**

**Orders.Rows.Add(10001, 101, 20000);**

**Orders.Rows.Add(10002, 102, 30000);**

**//Creating DataSet Object**

**DataSet dataSet = new DataSet();**

**//Adding DataTables into DataSet**

**dataSet.Tables.Add(Customer);**

**dataSet.Tables.Add(Orders);**

**//Fetching Customer Data Table Data**

**Console.WriteLine("Customer Table Data: ");**

**//Fetching DataTable from Dataset using the Index position**

**foreach (DataRow row in dataSet.Tables[0].Rows)**

**{**

**//Accessing the data using string column name**

**Console.WriteLine(row["ID"] + ", " + row["Name"] + ", " + row["Mobile"]);**

**//Accessing the data using integer index position**

**//Console.WriteLine(row[0] + ", " + row[1] + ", " + row[2]);**

**}**

**Console.WriteLine();**

**//Fetching Orders Data Table Data**

**Console.WriteLine("Orders Table Data: ");**

**//Fetching DataTable from the DataSet using the table name**

**foreach (DataRow row in dataSet.Tables["Orders"].Rows)**

**{**

**//Accessing the data using string column name**

**Console.WriteLine(row["ID"] + ", " + row["CustomerId"] + ", " + row["Amount"]);**

**//Accessing the data using integer index position**

**//Console.WriteLine(row[0] + ", " + row[1] + ", " + row[2]);**

**}**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

##### **Constructors of DataSet in C#:**
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The DataSet in C# provides the following four constructors.
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1. **DataSet():** It initializes a new instance of the System.Data.DataSet class..
2. **DataSet(string dataSetName):** It initializes a new instance of a System.Data.DataSet class with the given name. Here, the string parameter dataSetName specifies the name of the System.Data.DataSet.
3. **DataSet(SerializationInfo info, StreamingContext context):** It initializes a new instance of a System.Data.DataSet class that has the given serialization information and context. Here, the parameter info is the data needed to serialize or deserialize an object. The context specifies the source and destination of a given serialized stream.
4. **DataSet(SerializationInfo info, StreamingContext context, bool ConstructSchema):** It initializes a new instance of the System.Data.DataSet class.

##### **Properties of DataSet in C#:**

The DataSet class provides the following properties.

1. **CaseSensitive**: It is used to get or set a value indicating whether string comparisons within System.Data.DataTable objects are case-sensitive. It returns true if string comparisons are case-sensitive; otherwise false. The default is false.
2. **DefaultViewManager**: It is used to get a custom view of the data contained in the System.Data.DataSet to allow filtering, searching, and navigating using a custom System.Data.DataViewManager.
3. **DataSetName**: It is used to get or set the name of the current System.Data.DataSet.
4. **EnforceConstraints**: It is used to get or set a value indicating whether constraint rules are followed when attempting any update operation.
5. **HasErrors**: It is used to get a value indicating whether there are errors in any of the System.Data.DataTable objects within this System.Data.DataSet.
6. **IsInitialized**: It is used to get a value that indicates whether the System.Data.DataSet is initialized. It returns true to indicate the component has completed initialization; otherwise false.
7. **Prefix**: It is used to get or set an XML prefix that aliases the namespace of the System.Data.DataSet.
8. **Locale**: It is used to get or set the locale information used to compare strings within the table.
9. **Namespace**: It is used to get or set the namespace of the System.Data.DataSet.
10. **Site**: It is used to get or set up a System.ComponentModel.ISite for the System.Data.DataSet.
11. **Relations**: It is used to get the collection of relations that link tables and allow navigation from parent tables to child tables.
12. **Tables**: It is used to get the collection of tables contained in the System.Data.DataSet.

##### **Methods of ADO.NET DataSet Class:**

Following are the methods provided by C# DataSet Class.

1. **BeginInit():** It Begins the initialization of a System.Data.DataSet that is used on a form or used by another component. The initialization occurs at run time.
2. **Clear():** It Clears the System.Data.DataSet of any data by removing all rows in all tables.
3. **Clone():** It Copies the structure of the System.Data.DataSet, including all System.Data.DataTable schemas, relations, and constraints. Do not copy any data.
4. **Copy():** It Copies both the structure and data for this System.Data.DataSet.
5. **CreateDataReader():** It Returns a System.Data.DataTableReader with one result set per System.Data.DataTable, in the same sequence as the tables, appears in the System.Data.DataSet.Tables collection.
6. **CreateDataReader(params DataTable[] dataTables):** It returns a System.Data.DataTableReader with one result set per System.Data.DataTable. Here, the parameter dataTables specifies an array of DataTables providing the order of the result sets to be returned in the System.Data.DataTableReader
7. **EndInit():** It Ends the initialization of a System.Data.DataSet that is used on a form or used by another component. The initialization occurs at run time.
8. **GetXml():** It Returns the XML representation of the data stored in the System.Data.DataSet.
9. **GetXmlSchema():** It Returns the XML Schema for the XML representation of the data stored in the System.Data.DataSet.

##### **Which one to use DataReader or DataSet?**

###### **DataSet to use:**

1. When we want to cache the data locally in our application so that we can manipulate the data.
2. When we want to work with disconnected architecture.

###### **DataReader to use:**

1. If we do not want to cache the data locally, then you need to use DataReader which will improve the performance of our application.
2. DataReader works on connected-oriented architecture i.e. it requires an open connection to the database.

ADO.NET DataSet using SQL Server Database

Let us understand how to use DataSet in C# to fetch and store the data from the SQL Server Database with an example. We are going to use the following Customers and Orders tables to understand the ADO.NET DataSet.

**DataSet using SQL Server**

Please use the below SQL Script to create a database and tables and populate the Customers and Orders tables with the required test data.

**CREATE DATABASE ShoppingCartDB;**

**USE ShoppingCartDB;**

**CREATE TABLE Customers(**

**ID INT PRIMARY KEY,**

**Name VARCHAR(100),**

**Mobile VARCHAR(50)**

**)**

**INSERT INTO Customers VALUES (101, 'Anurag', '1234567890')**

**INSERT INTO Customers VALUES (102, 'Priyanka', '2233445566')**

**INSERT INTO Customers VALUES (103, 'Preety', '6655443322')**

**CREATE TABLE Orders(**

**ID INT PRIMARY KEY,**

**CustomerId INT,**

**Amount INT**

**)**

**INSERT INTO Orders VALUES (10011, 103, 20000)**

**INSERT INTO Orders VALUES (10012, 101, 30000)**

**INSERT INTO Orders VALUES (10013, 102, 25000)**

**Example to Understand ADO.NET DataSet using SQL Server Database in C#:**

Our business requirement is to fetch all the data from the Customers table and then need to display it on the console. The following example exactly does the same using DataSet. In the below example, we created an instance of the DataSet and then fill the dataset using the Fill method of the data adapter object. The following example is self-explained, so please go through the comment lines.

**using System;**

**using System.Data;**

**using System.Data.SqlClient;**

**namespace AdoNetConsoleApplication**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; database=ShoppingCartDB; integrated security=SSPI";**

**using (SqlConnection connection = new SqlConnection(ConnectionString))**

**{**

**//Create the SqlDataAdapter instance by specifying the command text and connection object**

**SqlDataAdapter dataAdapter = new SqlDataAdapter("select \* from customers", connection);**

**//Creating DataSet Object**

**DataSet dataSet = new DataSet();**

**//Filling the DataSet using the Fill Method of SqlDataAdapter object**

**//Here, we have not specified the data table name and the data table will be created at index position 0**

**dataAdapter.Fill(dataSet);**

**//Iterating through the DataSet**

**//First fetch the Datatable from the dataset and then fetch the rows using the Rows property of Datatable**

**foreach (DataRow row in dataSet.Tables[0].Rows)**

**{**

**//Accessing the Data using the string column name as key**

**Console.WriteLine(row["Id"] + ", " + row["Name"] + ", " + row["Mobile"]);**

**}**

**}**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

By default, the dataset assigns a name to the table as Table, Table1, and Table2. So, the above example can be rewritten as shown below and it should give the same output as the previous example. As we can see, here, we are fetching the table using the name (Table).

**DataSet with Multiple Database Tables using SQL Server in C#:**

It is also possible that your SQL Query may return multiple tables. Let us understand this with an example. Now our business requirement is to fetch the Customers as well as Orders table data which needs to display on the Console. Here, you can access the first table from the dataset using an integral index 0 or string Table name. On the other hand, you can access the second table using the integral index 1 or the string name Table1.

**using System;**

**using System.Data;**

**using System.Data.SqlClient;**

**namespace AdoNetConsoleApplication**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; database=ShoppingCartDB; integrated security=SSPI";**

**using (SqlConnection connection = new SqlConnection(ConnectionString))**

**{**

**//We have written two Select Statements to return data from customers and orders table**

**SqlDataAdapter dataAdapter = new SqlDataAdapter("select \* from customers; select \* from orders", connection);**

**DataSet dataSet = new DataSet();**

**//Data Table 1 will be customers data which is at Index Position 0**

**//Data Table 2 will be orders data which is at Index Position 1**

**dataAdapter.Fill(dataSet);**

**// Fetching First Table Data i.e. Customers Data**

**Console.WriteLine("Table 1 Data");**

**//Accessing the Data Table from the DataSet using Integer Index Position**

**foreach (DataRow row in dataSet.Tables[0].Rows)**

**{**

**//Accessing using string column name as keys**

**Console.WriteLine(row["Id"] + ", " + row["Name"] + ", " + row["Mobile"]);**

**//Accessing using integer index position as keys**

**//Console.WriteLine(row[0] + ", " + row[1] + ", " + row[2]);**

**}**

**Console.WriteLine();**

**// Fetching Second Table Data i.e. Orders Data**

**Console.WriteLine("Table 2 Data");**

**//Accessing the Data Table from the DataSet using Integer Index Position**

**foreach (DataRow row in dataSet.Tables[1].Rows)**

**{**

**//Accessing using string column name as keys**

**//Console.WriteLine(row["Id"] + ", " + row["CustomerId"] + ", " + row["Amount"]);**

**//Accessing using integer index position as keys**

**Console.WriteLine(row[0] + ", " + row[1] + ", " + row[2]);**

**}**

**}**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

**Accessing Data table from DataSet Using Default Table Name in C#:**

**using System;**

**using System.Data;**

**using System.Data.SqlClient;**

**namespace AdoNetConsoleApplication**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; database=ShoppingCartDB; integrated security=SSPI";**

**using (SqlConnection connection = new SqlConnection(ConnectionString))**

**{**

**//We have written two Select Statements to return data from customers and orders table**

**SqlDataAdapter dataAdapter = new SqlDataAdapter("select \* from customers; select \* from orders", connection);**

**DataSet dataSet = new DataSet();**

**//Data Table 1 will be customers data which is at Index Position 0**

**//Data Table 2 will be orders data which is at Index Position 1**

**dataAdapter.Fill(dataSet);**

**// Fetching First Table Data i.e. Customers Data**

**Console.WriteLine("Table 1 Data");**

**//Accessing the Data Table from the DataSet using Default Table name**

**//By Default, first table name is Table**

**foreach (DataRow row in dataSet.Tables["Table"].Rows)**

**{**

**//Accessing using string column name as keys**

**Console.WriteLine(row["Id"] + ", " + row["Name"] + ", " + row["Mobile"]);**

**//Accessing using integer index position as keys**

**//Console.WriteLine(row[0] + ", " + row[1] + ", " + row[2]);**

**}**

**Console.WriteLine();**

**// Fetching Second Table Data i.e. Orders Data**

**Console.WriteLine("Table 2 Data");**

**//Accessing the Data Table from the DataSet using Default Table name**

**//By Default, second table name is Table1**

**foreach (DataRow row in dataSet.Tables["Table1"].Rows)**

**{**

**//Accessing using string column name as keys**

**//Console.WriteLine(row["Id"] + ", " + row["CustomerId"] + ", " + row["Amount"]);**

**//Accessing using integer index position as keys**

**Console.WriteLine(row[0] + ", " + row[1] + ", " + row[2]);**

**}**

**}**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

**Set the Data Table name Explicitly in ADO.NET DataSet**

If our dataset going to contain multiple tables of data, then it is very difficult for us to identify using the integral index position or using the default table names. In such a scenario, it is always recommended to provide an explicit name for the data table. Let us understand this with an example. Now, we need to set the first table as Customers and the second table as Orders and then we need to use these custom table names to fetch the actual table data. We can set the table name using the TableName property as shown in the below image.
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The following is the complete example that uses the tableName property of the dataset object to set and get the table name. The following example code is self-explained, so please go through the comment lines.

**using System;**

**using System.Data;**

**using System.Data.SqlClient;**

**namespace AdoNetConsoleApplication**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; database=ShoppingCartDB; integrated security=SSPI";**

**using (SqlConnection connection = new SqlConnection(ConnectionString))**

**{**

**//We have written two Select Statements to return data from customers and orders table**

**SqlDataAdapter dataAdapter = new SqlDataAdapter("select \* from customers; select \* from orders", connection);**

**DataSet dataSet = new DataSet();**

**//Data Table 1 will be customers data which is at Index Position 0**

**//Data Table 2 will be orders data which is at Index Position 1**

**dataAdapter.Fill(dataSet);**

**dataSet.Tables[0].TableName = "Customers";**

**dataSet.Tables[1].TableName = "Orders";**

**// Fetching First Table Data i.e. Customers Data**

**Console.WriteLine("Table 1 Data");**

**//Accessing the Data Table from the DataSet using the Custom Table name**

**foreach (DataRow row in dataSet.Tables["Customers"].Rows)**

**{**

**//Accessing using string column name as keys**

**Console.WriteLine(row["Id"] + ", " + row["Name"] + ", " + row["Mobile"]);**

**//Accessing using integer index position as keys**

**//Console.WriteLine(row[0] + ", " + row[1] + ", " + row[2]);**

**}**

**Console.WriteLine();**

**// Fetching Second Table Data i.e. Orders Data**

**Console.WriteLine("Table 2 Data");**

**//Accessing the Data Table from the DataSet using the Custom Table name**

**foreach (DataRow row in dataSet.Tables["Orders"].Rows)**

**{**

**//Accessing using string column name as keys**

**//Console.WriteLine(row["Id"] + ", " + row["CustomerId"] + ", " + row["Amount"]);**

**//Accessing using integer index position as keys**

**Console.WriteLine(row[0] + ", " + row[1] + ", " + row[2]);**

**}**

**}**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

Note: Once we set the custom name for a data table, then we cannot access that table using the default name. we will not get any compilation error, but at runtime, we will get the runtime error.

**Important Methods of DataSet in C#:**

Let us understand a few important methods of DataSet with examples. We are going to discuss the following three important methods of the DataSet object:

**Copy():** Copies both the structure and data of the DataSet. That means it returns a new DataSet with the same structure (table schemas, relations, and constraints) and data as the original DataSet.

**Clone():** Copies the structure of the DataSet, including all schemas, relations, and constraints. But does not copy any data. That means it returns a new DataSet with the same schema as the current DataSet but without the data.

**Clear():** Clears the DataSet of any data by removing all rows in all tables.

**Example to understand Copy, Clone, and Clear Methods of DataSet Object in C#:**

**using System;**

**using System.Data;**

**using System.Data.SqlClient;**

**namespace AdoNetConsoleApplication**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; database=StudentDB; integrated security=SSPI";**

**using (SqlConnection connection = new SqlConnection(ConnectionString))**

**{**

**SqlDataAdapter da = new SqlDataAdapter("select \* from student", connection);**

**DataSet originalDataSet = new DataSet();**

**da.Fill(originalDataSet);**

**Console.WriteLine("Original Data Set:");**

**foreach (DataRow row in originalDataSet.Tables[0].Rows)**

**{**

**Console.WriteLine(row["Name"] + ", " + row["Email"] + ", " + row["Mobile"]);**

**}**

**Console.WriteLine();**

**Console.WriteLine("Copy Data Set:");**

**//Copies both the structure and data for this System.Data.DataSet.**

**DataSet copyDataSet = originalDataSet.Copy();**

**if (copyDataSet.Tables != null)**

**{**

**foreach (DataRow row in copyDataSet.Tables[0].Rows)**

**{**

**Console.WriteLine(row["Name"] + ", " + row["Email"] + ", " + row["Mobile"]);**

**}**

**}**

**Console.WriteLine();**

**Console.WriteLine("Clone Data Set");**

**// Copies the structure of the DataSet, including all DataTable**

**// schemas, relations, and constraints. Does not copy any data.**

**DataSet cloneDataSet = originalDataSet.Clone();**

**if (cloneDataSet.Tables[0].Rows.Count > 0)**

**{**

**foreach (DataRow row in cloneDataSet.Tables[0].Rows)**

**{**

**Console.WriteLine(row["Name"] + ", " + row["Email"] + ", " + row["Mobile"]);**

**}**

**}**

**else**

**{**

**Console.WriteLine("Clone Data Set is Empty");**

**Console.WriteLine("Adding Data to Clone Data Set Table");**

**cloneDataSet.Tables[0].Rows.Add(101, "Test1", "Test1@dotnettutorial.net", "1234567890");**

**cloneDataSet.Tables[0].Rows.Add(101, "Test2", "Test1@dotnettutorial.net", "1234567890");**

**foreach (DataRow row in cloneDataSet.Tables[0].Rows)**

**{**

**Console.WriteLine(row["Name"] + ", " + row["Email"] + ", " + row["Mobile"]);**

**}**

**}**

**Console.WriteLine();**

**//Clears the DataSet of any data by removing all rows in all tables.**

**copyDataSet.Clear();**

**if(copyDataSet.Tables[0].Rows.Count > 0)**

**{**

**foreach (DataRow row in copyDataSet.Tables[0].Rows)**

**{**

**Console.WriteLine(row["Name"] + ", " + row["Email"] + ", " + row["Mobile"]);**

**}**

**}**

**else**

**{**

**Console.WriteLine("After Clear No Data is Their...");**

**}**

**}**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

**Remove a DataTable from ADO.NET DataSet in C#**

Now, suppose we have a DataSet object which contains multiple data tables. If we initialize the data set object with null then all the data tables are going to be dropped. That means we cannot access the data tables anymore. But what is our requirement, instead of deleting all the data tables, we want to delete a specific data table and we still want to access other data tables. For this, we need to use the following Remove method.

**Remove(DataTable table):** This method removes the specified DataTable object from the collection. Here, the parameter table specifies the DataTable to remove.

**Note:** We need to call the above Remove method on the Tables collection property of the DataSet object. Further to avoid the Runtime exception, first you need to check whether the DataSet contains the data table which you are trying to remove as well as you also need to check if the DataTable can be removed from DataSet.

**Example to Remove a DataTable from a Dataset in C#:**

**using System;**

**using System.Data;**

**using System.Data.SqlClient;**

**namespace AdoNetConsoleApplication**

**{**

**class Program**

**{**

**static void Main(string[] args)**

**{**

**try**

**{**

**string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; database=ShoppingCartDB; integrated security=SSPI";**

**using (SqlConnection connection = new SqlConnection(ConnectionString))**

**{**

**//We have written two Select Statements to return data from customers and orders table**

**SqlDataAdapter dataAdapter = new SqlDataAdapter("select \* from customers; select \* from orders", connection);**

**DataSet dataSet = new DataSet();**

**//Data Table 1 will be customers data which is at Index Position 0**

**//Data Table 2 will be orders data which is at Index Position 1**

**dataAdapter.Fill(dataSet);**

**dataSet.Tables[0].TableName = "Customers";**

**dataSet.Tables[1].TableName = "Orders";**

**// Fetching First Table Data i.e. Customers Data**

**Console.WriteLine("Customers Data");**

**//Accessing the Data Table from the DataSet using the Custom Table name**

**foreach (DataRow row in dataSet.Tables["Customers"].Rows)**

**{**

**//Accessing using string column name as keys**

**Console.WriteLine(row["Id"] + ", " + row["Name"] + ", " + row["Mobile"]);**

**}**

**Console.WriteLine();**

**// Fetching Second Table Data i.e. Orders Data**

**Console.WriteLine("Orders Data");**

**//Accessing the Data Table from the DataSet using the Custom Table name**

**foreach (DataRow row in dataSet.Tables["Orders"].Rows)**

**{**

**//Accessing using integer index position as keys**

**Console.WriteLine(row[0] + ", " + row[1] + ", " + row[2]);**

**}**

**Console.WriteLine();**

**//Now, we want to delete the Orders data table from the DataSet**

**if(dataSet.Tables.Contains("Orders")&&dataSet.Tables.CanRemove(dataSet.Tables["Orders"])) {**

**Console.WriteLine("Deleting Orders Data Table..");**

**dataSet.Tables.Remove(dataSet.Tables["Orders"]);**

**//dataSet.Tables.Remove(dataSet.Tables[1]);**

**}**

**//Now check whether the DataTable exists or not**

**if (dataSet.Tables.Contains("Orders"))**

**{**

**Console.WriteLine("Orders Data Table Exits");**

**}**

**else**

**{**

**Console.WriteLine("Orders Data Table Not Exits Anymore");**

**}**

**}**

**}**

**catch (Exception ex)**

**{**

**Console.WriteLine($"Exception Occurred: {ex.Message}");**

**}**

**Console.ReadKey();**

**}**

**}**

**}**

# Manage Provider

This enforces a common interface for accessing data. It simplified data access architecture that often results in improved performance without the loss of functional capabilities.

The .NET Framework by default carries two Managed Providers, SQL Managed Provider and OleDB Managed Provider. The SQL Managed Provider to deal specifically with the Microsoft SQL Server and OleDB Managed Provider to deal with data sources having OleDb connectors. The SQL Server managed provider comes with SqlConnection , SqlCommand , and SqlDataReader. The OLE DB managed provider comes with a similar set of objects, whose names start with OleDb instead of Sql. In both cases, the programming model is essentially the same. The providers abstract the functionality and handle all the heavy lifting under the hood. Both of the providers live in the System.Data namespace.

![managed-providers](data:image/png;base64,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)

# Typed DataSet

We can specify the Data type when we create a DataColumn for a DataTable. This is to enforce the runtime Type-safety for the column so that only data of specified data type can be stored in the column. In the same way, in most cases, we prefer to make a DataSet itself as Type-safe so as to protect it from runtime mismatch. Hence Typed DataSets generate classes that expose each object in the DataSet in a Type-safe manner. These classes inherit directly from the DataSet class.

**1. Using DataSet**

1. //Create DataAdapter
2. SqlDataAdapter daEmp = **new** SqlDataAdapter("SELECT empno,empname,empaddress
3. FROM EMPLOYEE",conn);
4. //Create a DataSet Object
5. DataSet dsEmp = **new** DataSet();
6. //Fill the DataSet
7. daEmp.Fill(dsEmp,"EMPLOYEE");
9. //Let us print first row and first column of the table
10. Console.Write(dsEmp.Tables["EMPLOYEE"].Rows[0][0].ToString());
11. //Assign a value to the first column
12. dsEmp.Tables["EMPLOYEE"].Rows[0][0] = "12345";//This will generate runtime error as empno column is integer

If we observe the above code we will get a runtime error when this code gets executed as the value assigned to the column (empno) does not take string value. Also, any misspelling of the column will generate a runtime error. And also we need to go through the hierarchy to get the final value.

**2. Using Typed DataSet**

1. //Create DataAdapter
2. SqlDataAdapter  daEmp = **new** SqlDataAdapter("SELECT empno,empname,empaddress FROM EMPLOYEE",conn);
3. //Create a DataSet Object
4. EmployeeDS dsEmp = **new** EmployeeDS ();
5. //Fill the DataSet
6. daEmp.Fill(dsEmp,"EMPLOYEE");
7. //Let us print first row and first column of the table
8. Console.Write(dsEmp.EMPLOYEE[0].empno.ToString());
9. //Assign a value to the first column
10. dsEmp.EMPLOYEE[0].empno = "12345";//This will generate compile time error.

If we see the above code, a typed dataset is very much similar to a normal dataset. But the only difference is that the schema is already present for the same. Hence any mismatch in the column will generate compile-time errors rather than runtime error as in the case of a normal dataset. Also accessing the column value is much easier than the normal dataset as the column definition will be available in the schema.

**Transaction**

A Transaction is a set of operations (multiple DML Operations) that ensures either all database operations succeeded or all of them failed to ensure data consistency. This means the job is never half done, either all of it is done or nothing is done.

**ADO.NET Transactions Supports:**

The ADO.NET supports both Single Database Transactions as well as Distributed Transactions (i.e. Multiple Database Transactions). The single database transaction is implemented using the .NET Managed Providers for Transaction and Connection classes which basically belong to System.Data namespace. On the other hand, the Distributed Transactions are implemented using the TransactionScope object which belongs to System.Transactions namespace

In two ways, we can implement transactions in C# using ADO.NET. They are as follows:

Single Database Transaction using BeginTransaction which belongs to System.Data namespace

Distributed Transactions using TransactionScope which belongs to System.Transactions namespace

**Single Database Transaction in C# using BeginTransaction**

Single Database Transaction using BeginTransaction

**Create a Database and Database Table with Sample Data**

Please execute the below SQL Statements in the SQL Server database to create the BankDB and Accounts table as well as populate the Accounts table with the required data.

CREATE DATABASE BankDB;

USE BankDB;

CREATE TABLE Accounts

(

AccountNumber VARCHAR(60) PRIMARY KEY,

CustomerName VARCHAR(60),

Balance int

);

INSERT INTO Accounts VALUES('Account1', 'James', 1000);

INSERT INTO Accounts VALUES('Account2', 'Smith', 1000);

How to Implement a Single Database Transaction in C# using ADO.NET?

In order to understand how to implement transactions in C# using ADO.NET, please have a look at the below image.

Step 1: First we need to create and open the connection object. And the following two statements exactly do the same thing.

SqlConnection connection = new SqlConnection(ConnectionString)

connection.Open();

Step 2: Then we need to create the SqlTransaction object and to do so, we need to call the BeginTransaction method on the connection object. The following piece of code does the same.

SqlTransaction transaction = connection.BeginTransaction();

Step 3: Then we need to create the command object and while creating the command object, we need to text (in this case of the UPDATE statement) that we want to execute in the database, the connection object where we want to execute the command, and the transaction object which will execute the command as part of the transaction. And then we need to call the ExecuteNonQuery method to execute the DML Statement. The following code exactly does the same thing.

// Associate the first update command with the transaction

SqlCommand cmd = new SqlCommand(“UPDATE Accounts SET Balance = Balance – 500 WHERE AccountNumber = ‘Account1′”, connection, transaction);

cmd.ExecuteNonQuery();

// Associate the second update command with the transaction

cmd = new SqlCommand(“UPDATE Accounts SET Balance = Balance + 500 WHERE AccountNumber = ‘Account2′”, connection, transaction);

cmd.ExecuteNonQuery();

Step 4: If everything goes well then commit the transaction i.e. if both the UPDATE statements are executed successfully, then commit the transaction. To do so call the Commit method on the transaction object as follows.

transaction.Commit();

Step 4: If anything goes wrong then roll back the transaction. To do so call the Rollback method on the transaction object as follows.

transaction.Rollback();

Example to Understand ADO.NET Transactions using C#:

In the below example, we are executing two UPDATE statements by implementing ADO.NET Transactions. The following example code is self-explained, so please go through the comment lines. If both the UPDATE statements are executed successfully, it will commit the transaction and changes are going to be reflected in the database, and if anything goes wrong, then it will Rollback the transaction and the changes will not reflect in the database, and in this way it will maintain data consistency.

using System;

using System.Data.SqlClient;

namespace ADOTransactionsDemo

{

class Program

{

static void Main(string[] args)

{

try

{

Console.WriteLine("Before Transaction");

GetAccountsData();

//Doing the Transaction

MoneyTransfer();

//Verifying the Data After Transaction

Console.WriteLine("After Transaction");

GetAccountsData();

}

catch (Exception ex)

{

Console.WriteLine($"Exception Occurred: {ex.Message}");

}

Console.ReadKey();

}

private static void MoneyTransfer()

{

//Store the connection string in a variable

string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; initial catalog=BankDB; integrated security=True";

//Creating the connection object

using (SqlConnection connection = new SqlConnection(ConnectionString))

{

//Open the connection

//The connection needs to be open before we begin a transaction

connection.Open();

// Create the transaction object by calling the BeginTransaction method on connection object

SqlTransaction transaction = connection.BeginTransaction();

try

{

// Associate the first update command with the transaction

SqlCommand cmd = new SqlCommand("UPDATE Accounts SET Balance = Balance - 500 WHERE AccountNumber = 'Account1'", connection, transaction);

//Execute the First Update Command

cmd.ExecuteNonQuery();

// Associate the second update command with the transaction

cmd = new SqlCommand("UPDATE Accounts SET Balance = Balance + 500 WHERE AccountNumber = 'Account2'", connection, transaction);

//Execute the Second Update Command

cmd.ExecuteNonQuery();

// If everythinhg goes well then commit the transaction

transaction.Commit();

Console.WriteLine("Transaction Committed");

}

catch(Exception EX)

{

// If anything goes wrong, then Rollback the transaction

transaction.Rollback();

Console.WriteLine("Transaction Rollback");

}

}

}

private static void GetAccountsData()

{

//Store the connection string in a variable

string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; initial catalog=BankDB; integrated security=True";

//Create the connection object

using (SqlConnection connection = new SqlConnection(ConnectionString))

{

connection.Open();

SqlCommand cmd = new SqlCommand("Select \* from Accounts", connection);

SqlDataReader sdr = cmd.ExecuteReader();

while (sdr.Read())

{

Console.WriteLine(sdr["AccountNumber"] + ", " + sdr["CustomerName"] + ", " + sdr["Balance"]);

}

}

}

}

}

Output: As we can see in the below output the data is in a consistent state i.e. updated in both the Account Number.

**Verifying Data Consistency:**

Let us modify the example code as follows. In the following code, we deliberately introduce a change that would crash the application at runtime after executing the first update statement. Here, in the second update statement rename the table name as MyAccounts which does not exist in the database. In this case, the first UPDATE statement is executed, then it will try to execute the second UPDATE statement which will throw an exception and in that case, that runtime exception is going to handle by the Catch block and inside the catch block, we are calling the Rollback method which will rollback everything which is executed as part of the transaction.

using System;

using System.Data.SqlClient;

namespace ADOTransactionsDemo

{

class Program

{

static void Main(string[] args)

{

try

{

Console.WriteLine("Before Transaction");

GetAccountsData();

//Doing the Transaction

MoneyTransfer();

//Verifying the Data After Transaction

Console.WriteLine("After Transaction");

GetAccountsData();

}

catch (Exception ex)

{

Console.WriteLine($"Exception Occurred: {ex.Message}");

}

Console.ReadKey();

}

private static void MoneyTransfer()

{

//Store the connection string in a variable

string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; initial catalog=BankDB; integrated security=True";

//Creating the connection object

using (SqlConnection connection = new SqlConnection(ConnectionString))

{

//Open the connection

//The connection needs to be open before we begin a transaction

connection.Open();

// Create the transaction object by calling the BeginTransaction method on connection object

SqlTransaction transaction = connection.BeginTransaction();

try

{

// Associate the first update command with the transaction

SqlCommand cmd = new SqlCommand("UPDATE Accounts SET Balance = Balance - 500 WHERE AccountNumber = 'Account1'", connection, transaction);

//Execute the First Update Command

cmd.ExecuteNonQuery();

// Associate the second update command with the transaction

//MyAccounts table does not exists, so it will throw an exception

cmd = new SqlCommand("UPDATE MyAccounts SET Balance = Balance + 500 WHERE AccountNumber = 'Account2'", connection, transaction);

//Execute the Second Update Command

cmd.ExecuteNonQuery();

// If everythinhg goes well then commit the transaction

transaction.Commit();

Console.WriteLine("Transaction Committed");

}

catch(Exception ex)

{

// If anything goes wrong, then Rollback the transaction

transaction.Rollback();

Console.WriteLine("Transaction Rollback");

}

}

}

private static void GetAccountsData()

{

//Store the connection string in a variable

string ConnectionString = @"data source=LAPTOP-ICA2LCQL\SQLEXPRESS; initial catalog=BankDB; integrated security=True";

//Create the connection object

using (SqlConnection connection = new SqlConnection(ConnectionString))

{

connection.Open();

SqlCommand cmd = new SqlCommand("Select \* from Accounts", connection);

SqlDataReader sdr = cmd.ExecuteReader();

while (sdr.Read())

{

Console.WriteLine(sdr["AccountNumber"] + ", " + sdr["CustomerName"] + ", " + sdr["Balance"]);

}

}

}

}